The receiver is implemented as follow:

First, it checks if there is a filename associated to the command line. If not, it will display every packets coming from the sender to the standard output. If a filename is entered after the –file option then the receiver creates (or rewrites) the corresponding file.

Then, we create a socket in order to allow the receiver to listen on a given port. When it's done, the receiver waits until a client (another socket) wants to send a file to it.

To handle the interaction between the client and the server, the receiver creates two arrays. Those two arrays use the sequence number of the frames as index. Here are the goals of each of those arrays:

The first array (window\_frames) is an array of 256 frames pointer slots. It allows us to store a frame when needed. At start, we initialize each slot of the array to NULL.

The second array (window\_status) is an array of 256 integer’s slots. We use this array to know if a given frame is either STORED (defined as 1) or FREE (defined as 0) into the window\_frames array.

At start, we initialize each slot of the array to FREE. When a frame arrives to the receiver with a correct CRC, if its sequence number is the one expected by the receiver then we store the frame into the file and we update the window\_status array as follow: window\_status[sequenceOfCurrentFrame] = FREE.

Then we check if the next frames (window\_status[sequenceOfCurrentFrame+1]) are not already stored into the window\_frames array because the current frame can be a resent frame so it’s possible that the next frames following this one are already stored inside the receiver. If it’s the case then those frame are stored inside the window\_status array with a value eguals to STORED at the index corresponding to their sequence number. We store those frames into the file and we update the window\_status array (window\_status[sequenceOfCurrentFrame+1]=FREE).We repeat this operation until there are no more in-sequence frame following the resent frame.

When a frame arrives to the receiver and its sequence number is not the expected one (bigger than the expected sequence number and included in the range of the receiver window) then we store this frame into the window\_frames array and we put the STORED value inside the window\_status array at the index corresponding to the sequence number of this frame.

When a frame arrives to the receiver and its sequence number is not the expected one and it’s not include among the range of the receiver window then the frame is discarded.

The sender works as follow:

If there is a filename specified in the command line when we launch the program then it opens the related file. Otherwise we need to write directly on the standard input (stdin) the data we want to send to the receiver.

In order to interact with the receiver, the sender creates its own socket. Once the sender socket is ready we can start to send datagrams to the receiver (each datagram contains a portion of the file or data entered by the user).

To deal with the packet exchange between the sender and the receiver, we use three arrays.

The first array is called Window\_status. This array is an array of 256 integer’s slots where the index numbers correspond to the sequence numbers of the frame. It contains either FREE, ACK\_WAIT or ACK\_WAIT\_LAST values. The FREE value means that there are no constrains on the frame. The ACK\_WAIT value means that the frame was sent to the receiver but it was not yet acknowledged. The ACK\_WAIT\_LAST value is pretty the same as the ACK\_WAIT value but we use it to know when the last frame has been acknowledged. At start, we initialize each slot of this array to FREE.

The second array is called window\_frames. This array is an array of 256 pointers associated to a frame. It allows us to store a frame when we need to resent it. At start, we initialize each slot of this array to null.

The last array is called window\_timeout\_list. This array is an array of 256 timeval structure which allows us to manage the timeout of a frame.

Now, we are going to see how the sender works with those main structures to accomplish its job.

Each time a portion of the file has been read by the sender, it creates a frame containing this portion of the file and sends it through a socket to the server.

In order to know that the frame is send to the sender and wait for an acknowledgment, we put the ACK\_WAIT value (or ACK\_WAIT\_LAST if it’s the last frame to send) into the window\_status array and we put the timeout associated to this frame into the window\_timeout\_list array.

When a timeout occurs, we resend the last frame send but not acknowledged.

When an acknowledgement is received, it gives us two informations. The first one is the next expected sequence number of the frame to be send and the second is the maximum sequence number that the sender can send to the receiver (expected\\_seq + window\\_size).With those informations, it’s easy for the sender to know which frame to send